1. Find the M-th maximum number and Nth minimum number in an array and then find the sum and difference of it.

Test cases: output –

1. {16, 16, 16 16, 16}, M = 0, N = 1 (illegal input)
2. {0, 0, 0, 0}, M = 1, N = 2 0
3. {-12, -78, -35, -42, -85}, M = 3 , N = 3 -7
4. {15, 19, 34, 56, 12}, M = 6 , N = -3 (illegal input)
5. {85, 45, 65, 75, 95}, M = 5 , N = 2 -20

Program:

#include <stdio.h>

#include <stdlib.h>

int compare(const void \*a, const void \*b) {

return (\*(int \*)a - \*(int \*)b);

}

int main() {

int arr[] = {-12, -78, -35, -42, -85};

int n = sizeof(arr) / sizeof(arr[0]);

int M = 3;

int N = 3;

if (M <= n && N <= n) {

qsort(arr, n, sizeof(int), compare);

int mth\_max = arr[n - M];

int nth\_min = arr[N - 1];

int sum = mth\_max + nth\_min;

int diff = mth\_max - nth\_min;

printf("M-th maximum: %d\n", mth\_max);

printf("N-th minimum: %d\n", nth\_min);

printf("Sum: %d\n", sum);

printf("Difference: %d\n", diff);

} else {

printf("M and N should be less than or equal to the array size.\n");

}

return 0;

}

1. Given an array of integers nums which is sorted in ascending order, and an integer target, write a function to search target in nums. If target exists, then return its index. Otherwise, return -1.integer target. Write a program to search a number in a list using binary search and estimate time complexity

Test cases:

Input : ( 45, 4, 23, -11, 20, 5, 10, 50) Key element 5

Output Found in the position 2

Input : ( 8,-2, 11, 8, 6, 3 10,0) Key element 2

Output Not found

Program:

#include <stdio.h>

int binarySearch(int nums[], int size, int target) {

int left = 0;

int right = size - 1;

while (left <= right) {

int mid = left + (right - left) / 2;

if (nums[mid] == target) {

return mid;

} else if (nums[mid] < target) {

left = mid + 1;

} else {

right = mid - 1;

}

}

return -1;

}

int main() {

int nums[] = {8,-2, 11, 8, 6, 3, 10,0};

int size = sizeof(nums) / sizeof(nums[0]);

int target = 5;

int result = binarySearch(nums, size, target);

if (result != -1) {

printf("Target %d found at index %d\n", target, result);

} else {

printf("Target %d not found in the array\n", target);

}

return 0;

}

Time Complexity Analysis: The binary search algorithm divides the search range in half with each iteration. Therefore, its time complexity is O(log N),

1. Write a program to find the reverse of a given number. Find and write the time complexity

Input / Output

1234 - 4321

67894 - 49876

45a34 - Illegal input

Program:

#include <stdio.h>

int reverseNumber(int num) {

int reversed = 0;

while (num != 0) {

int digit = num % 10;

reversed = reversed \* 10 + digit;

num /= 10;

}

return reversed;

}

int main() {

int num;

printf("Enter a number: ");

scanf("%d", &num);

int reversed = reverseNumber(num);

printf("The reverse of %d is %d\n", num, reversed);

return 0;

}

The time complexity of this program is O(log10(N)), where N is the given number. In the while loop, we repeatedly divide the number by 10 until it becomes zero,

1. Write a program to compute Binomial coefficient for n=8, k=8 using dynamic programming

Using condition such as

I nCk =1 if k=0 or n=k

II nCk – (n-1)Ck-1 + (n-1)Ck for n>k>0

Program:

#include <stdio.h>

int binomialCoefficient(int n, int k) {

int dp[n + 1][k + 1];

for (int i = 0; i <= n; i++) {

for (int j = 0; j <= k && j <= i; j++) {

if (j == 0 || j == i) {

dp[i][j] = 1;

} else {

dp[i][j] = dp[i - 1][j - 1] + dp[i - 1][j];

}

}

}

return dp[n][k];

}

int main() {

int n = 8;

int k = 8;

if (k > n) {

printf("Invalid input: k must be less than or equal to n.\n");

} else {

int result = binomialCoefficient(n, k);

printf("%dC%d = %d\n", n, k, result);

}

return 0;

}

1. Write a c program to perform sum of subsets problem using backtracking and find the time complexity.

Input / Output

Input : Set (s) = (6, 2,8,1,5) sum is 9 Set (s) = (6, -4, 7, -1, 5, 2,8,1,) sum is 10

Output : Subset is (6,2,1) (2,8,1) Subset is (6,-4, 8) (2,8)

Program:

#include <stdio.h>

#define MAX\_SIZE 100

void printSubset(int set[], int subset[], int n) {

printf("{ ");

int sum = 0;

for (int i = 0; i < n; i++) {

if (subset[i] == 1) {

printf("%d ", set[i]);

sum += set[i];

}

}

printf("} Sum: %d\n", sum);

}

void isSubsetSum(int set[], int n, int sum, int subset[], int index) {

if (sum == 0) {

printSubset(set, subset, index);

return;

}

if (index == n) {

return;

}

subset[index] = 1;

isSubsetSum(set, n, sum - set[index], subset, index + 1);

subset[index] = 0;

isSubsetSum(set, n, sum, subset, index + 1);

}

int main() {

int set1[] = {6, 2, 8, 1, 5};

int n1 = sizeof(set1) / sizeof(set1[0]);

int sum1 = 9;

int set2[] = {6, -4, 7, -1, 5, 2, 8, 1};

int n2 = sizeof(set2) / sizeof(set2[0]);

int sum2 = 10;

int subset1[MAX\_SIZE] = {0};

int subset2[MAX\_SIZE] = {0};

printf("Input Set 1: {6, 2, 8, 1, 5}, Sum: 9\n");

isSubsetSum(set1, n1, sum1, subset1, 0);

printf("\nInput Set 2: {6, -4, 7, -1, 5, 2, 8, 1}, Sum: 10\n");

isSubsetSum(set2, n2, sum2, subset2, 0);

return 0;

}

The time complexity of the modified program for solving the Subset Sum problem using backtracking is exponential, specifically O(2^n

1. Write a program to check the given number is Armstrong or not.

The k-digit number N is an Armstrong number if and only if the k-th power of

each digit sums to N.

Given a positive integer N, return true if and only if it is an Armstrong number.

Input : 153 Input : 419

Output : True Output : False

Program:

#include <stdio.h>

#include <math.h>

int isArmstrong(int num) {

int originalNum = num;

int numDigits = 0;

int sum = 0;

while (num != 0) {

numDigits++;

num /= 10;

}

num = originalNum;

while (num != 0) {

int digit = num % 10;

sum += pow(digit, numDigits);

num /= 10;

}

return (originalNum == sum);

}

int main() {

int num;

printf("Enter a number: ");

scanf("%d", &num);

if (isArmstrong(num)) {

printf("%d is an Armstrong number.\n", num);

} else {

printf("%d is not an Armstrong number.\n", num);

}

return 0;

}

1. Write a program to perform Strassen’s Matrix Multiplication for the 2\*2 matrix elements.

Find its time complexity.

Example:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfkAAADRCAYAAADPPssLAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsIAAA7CARUoSoAAACe0SURBVHhe7d1NjBtV2i/wp+96wuauQhhGAbsHRb1DiJEDEolY0B0YIoF626u4xaotpEYssuwFmpaQvULtrHrzLloTKcwQmwUiI5FYgxC7FmK6TaLLS8g+mX3f81kfp0592VXl8qn/T3LStsuuU1XH5zlfVbVyxhAAAAA45/+o/wEAAMAxCPIAAACOQpAHAABwFII8AACAoxDkAQAAHIUgDwAA4CgEeQAAAEchyAMAADgKQR4AAMBRCPIAAACOQpAHAABwlHft+pWVFfFCGlzqvh6W4XghTy2fLMesCccra97VkIdhXmWVl2jJAwAAOApBHgAAwFHW7np0PS23uhxL5Cl3NO1Yml2nyL+wCGY+5PLmRbTkAQAAHIUgDwAA4KjGBPn79++rvwBmh3wEAMsELXkAACgMKsL1giAPAADgKAR5AAAARyHIAwAAOApBHgAAwFEI8gAAAI5CkAcAAHAUgjwAAICjEOQBAAAchSAPAADgKAR5AIDG+I1u/es9evkfO3TrmXppKX1Pn/yDb4d6/Ovv9Ei9U458++3bH+uzjxHkAQBgifCAu0e31TPh3B/povoTwhDki/Tk84pqlQDQbLpl+Tl9q15pjsd0+pT/f4Vu/fWf9At/vPq6eAeiEOQBAHLTQdZ8JATdZ3+n943lP3mi3lsQ2a2sH3FpD3eNv3/ym78tP36vllmA516cofXevMpR+UHekrG9jAIAEY9OdsK/F/QM1Yso0z6iz0Rr0nSPbljGYkUwvXdIx+q5dvsH9vqCAuVXLE03HqsngiXtYlvDXePHP3/Eyu9f1bOiZKs0yd+GSs/TQ3rbskwVslWOpPDvufpx+lKDfFzG5nhGQeEFYHjyOb3980P1RMF4Y618eyLLtLVXvpBdxd7jJn0glnhIXz0JNGLYMZXBNNC9LB5f0KfPsZcf7y2gRf+Qjp++RJ9e8dNz64J8/bMTXelggfdHVX5fuOmn+7UrdPz4nrVcn8kMlaZFylQ5Uk5ZgA//ntn+vVft9pQX5L2MTfTBa35G4o9vXnlJvsFqYl8suLuqTOHaHnugUlMCWwtgebviHj37f/KPYKGK8cZaufqqPC5frr6gXtFep4902Rbw7e/32L88oH5MV+VLygt04y1ZMbj9e1pr3sznOijyABN8PXsA+eC1Ad04p54wV19VlZTHD+Tv59m/6Su+jue26JtgHjz/sV+GFyBPpeni6sB/nadLLGfu1zJlqRxpD+k2i4H+sqpSF9ieKpQW5GXGlgfub+fFn56Lq7tqY4n+88zFbvtf6Qv2gwzX9hjVvbTocThniImOthaALPiWcT8/eiZr/WvnRMkBS8EPwJFeGPbeLyLo8hZcMBjrh+p6fva/FTcArtA7RrnMKynviGx3j77mv53//iqD7/N/ifQkXTz/Jq2pv+eVt9KUzwIqRwFrr+wGlmWVuj9fEX8dPzODQ3lKC/LxB64Bnt6j2ywjhWumuhbHx+GaM+mjPN/TJz/IimSo1cseupVx+4d6dfMlUmdm6IqhGM4ShQ/ySv3EBQ4bPRM8xdNfU4I8b/X7edwvT8whgHAAyuviueJa6LNLqjQtWobKkecleve8Ef/+8GJhlaOsyp94F6IPXtKPwg08wIcrOPxHqn+Y92iAiYdzeXTyP7IFxAO80Z3Nu/RkoLd1oQHM59sfw+VXcDgy2o19gdrWYGw+quxyjid7kl6i9h/k82rkqTTl1aTKkV25QV61Tso5eHV2hXasPRiB7prf/43x+Zn9Rt/8LgujT1ft49Ved2Ll3aAzOv+xKGzk+F6wF6gehT/4vua9Ld548D8Dw5E6Xwa9QC+L4GG28hbNlp7v5bbRn2SaVavTVlY9evJdYRPv8lWa6mkxlaNsSp1497LuTvXo2pPfde2kC5fjC2bdXZPaPQfxdBdo3Dgne+izOrCfoQxPv6NvQkNB/FxyeyPm6vOyYs9PlzPniXinVy3gNLrwcBZvTav5Abr8OvcXepeX03wuUTB9rGwvrhtdVSwyV5oWLUPlqGZKCvIsw/xHBvjwzHq0SgBgucnxV7OCaZxLHpxYdf5jr4dGnBfvfUaPObPGT+4zKHQ39Kxl6hX64EJwG3QFJZgWto5Xt2Sj5PGen+5I460AOSpNi5ZaOaqZkoK8f9nB6CQFRp+aATCX8Kks9gcqllAsPqlYB+0gMcRyRQVFY5hITER+TbboQ8Sk0cXk0XfM7RCtaSMt5z6kL71T2TRWEdDbOTc9aS1HpWkuVVSO6qXkiXf36IbRDSW6p2IukOMMy6kUHnVaymyXZARJT2Z6SKf/FS8AVEqfPRR8iIm2Iiiy5299GP19q3kXoUflgSEc5ELbYUuz8Dr9LZhm/ll9el0Bp3rOUmlapEyVoxpZOWPEHysr4gVOvTQXHsxjx23YTrn1/Hd0g79vmR1dhvv379Mbb7yhnpUkMA+BD1OY1weQXTuy5hedfV+coo/lrMpMB7/QkDjdjP/AbIWTPhZx78+o7Hykt6vM/DGLuuSpqgS3l2vCNkfwK9GJBhmfSxUMYrwrXba0beVcJWVtQ5j5kMubF0tryYsrE1m6p8QYPSt0r577k3xhWWY/5xSdZBMcY4qbfQ9ZXV1VNXw+Kci8kmCgsmW7kAcAZKAn3vEeWa8bPdCVzhpo0YYM1E1pLfm6qbQl/9wV+oD9MPgFcaL4OPJ852SmqcuxLD0dgWBuVUIvEVryzWjVmi2oJmxzHK/XLMDeUymhJV8cMx9yefNiyWPyTfUiffSWZZxJTLIpN8A3ihjjtJ+OKXqMajoRBmCZ2OYfoAW/PNCSd1BdjqWLeQot+Wa0as0WVBO2uShoyRfHzIdc3ryIljwAAICjEOQBakR3jdapFQ8AywtBHgAAwFEI8gAAAI5CkAcAAHAUgjwAAICjEOQbbntlRZymwR+XB1P1qsV421tuZWWbxuplAACoLwT5hjsYddVfRJPeFtnj/Ji2N4bqb6Lu6IDW1d8AAFBfCPJNt35AfpyfUG8/2kYfb2+QF+K7IzpAhAcAWAoI8sDi/Ii8OD/coO1gnB9vk9+I79IIER4KMQ4NFeV/YMgIIAsEeWDWQ932ww1dgKKbHgBgmSHIgxTqth/S3mCKbnoAgCWHIA+e9d0+ddTfk14b3fRQonU6ODsTN9uY7YFeJYAscBc6B81zLKeDy9TuTdQzqTs6m6kV72KeauodtlwvH0zB7eW+++479RdAtd588031l5T392cN8sjQyy2YKfIXyFMaXG6TF+e7IzqbsRWv8xTykxt0vmpikG/CNhcFt5otjpkPubx5ES15B811LPlFbwKT7Ti05H1oyTcj4JmFaxO2uSgI8sUx8yGXNy9iTB4CWCt+LxzgOX+2PQAALBMEefBMB1uhbnpztj1AcXCePEAVEORBmg5oy4/wxGfTBy+SE3/JWwAAqCsEeWCmNNjqkd+I16cnBS+SM6He1oAtCQAAywJBHsLd9J0+7QYn2a3vUt8/eZ620JyHQuA8eYAqIMg3XaibvkP9wx1qqWdSi3YOgxfJQbc9AMCyQJBvuGA3fad/SDvhCC+1duimNwkP3fYAAMsCQb7hvEY8demmNcJLoTvVodseAGApIMg3XPYxzvAY6oOECgEAANQDgjwAAICjEORL8u2P79HL/3iPPnmiXgAAAKgYgjwsNV2Z8h4/fh96fSkrWc/+Tu+L7fmcvlUvAZRO5zv1GwI3IMjDclIF0o3H6rn2eE8Ex6/VUwCAJqsuyHutE/+BrmyYzW9068dDOhZ/X6Fbf/0n/aIe37zyEnvtHt02gz8AOOJ7+iQYS/71d3qk3qmcpfdD9iLu0K1n6oUFqyTIPzrZoZfv6ULZd/uH9+j9k9/Us+UU110MJXpyRJ895X/wAP8xXRUvShdXB/TLa1fUMwBXsYruv3iZ07QhHb7de3RbPRPO/ZEuqj8hqvwgz2o6vZ8fij/XXvnCaHERHf98tJyZFN3FC/Pt7/fE/2uvbIYCvOf8ZfpA/emEJ5+HK5I1aiU0nVnJT2y01Ko302gNJzZOwsuKbbS0YKvxmE69Cr7qwXv1dfEO2JUe5B89+U624C/cpC9XXxCvcRdXd+nT5/hf9+jrpeu2Z5le90w8t0Xf6MzmVV7QXVye3+gXFeD+fM7PT2Gv0zsX1J9L7mseRH6QlRrfQ/rsHoa7Fku2pM1K/vHPH1kDvagMxPRmVh4oRYA2WsOscfL+ya/qSYBlWbmNlmWr9NyLM7Tem9n7UXKQ/42++V224j943qxtvUA33pKB8W/n1UvL4skDmel5gH/rw1BmQ3dxVV6i9h/Un86SlcVgD9gvf/1CVY5ZgPjPAsciG+7RyX5gyEgdmytbtMZeOf55P9zT8uRzVRkIzx/xjiULsNVV2ALzWVjDy0sLK7OOH98zKiF5lp1fWq+IGPbVFY6nh/S2WK7KgJ2n90OSadafWUwPXMlBXnetuFUge93Fz//FXpt0rbu4lh7S6X/Vnw7jAT7YAyYqx6/KYEJPv6Nv0G2/ELLx8hJ9eiUwJ+Tch9QXPXkP6asnfoCS5YWxrMAbOjdFWXH797SAoVuh+vGRqmTcoxvea/yREkie/Zu+4p/jDZRgN/f5j70hVE/isv9XPSlCvl6RhcjT+6GcsgD/thqqlngPXPWBvpKJd25pVndx/bxAL5+Tf/3nWVwB4B+j5fYSvXveksfO/ZH+rP6ExRCNl+fepLdVXtRETx5r7foVM50X5RCLH4z1QwWOZ/9bTa/Mf3+VLXDLZLWL59+UlUdNLWtrzFw8/2542Tlk7RWR+1ZWivxhUrPiVIZZejQeil64T6+oZb0euHAFsAoI8jNrQndxPV19Xg6HxE7a9GbfL7s/eRUaWFa6NzPF019Tgrw/vBkOGuYQwIBuZMgza+fq0grRQ7rZekXyWUDvR8DaK7uBY8GO359VufXM6LIoWclB/gK1Ve3Fva7VZnQX19L5TW/S5g1zTI7PRI9MVANYFF0GmsHYfFTRIvVVHWjiqUpQpl6RBcnT++Gx9ML94cXCej/yKDnI+12rtjEnb1LCUp1b3qTu4roKjEubtXIe4FmN+1MMl0CJROC2zYmInFqmy4uanEWkA41leMA7E0pTyx7//u/0ZWvJ1d6PfErvrr+6qgpjMUkhEBTZj0GfPx+deV9vzekurrFzH9KX7Ad6y/zd8TGztz6kl9VTgDK8/bzsSv7sXrAnyR+7DZZpurzgp8uZs+grb+iw380O/83w2enBdQbKY8+5v9C7ojJjLPvkc2NCWTPUp/cjn/LH5L2xFR4UP/JbXPqcUVYoL90pdOguro2rrwZr5OwhxszQkwLlCl7nw+9JUmO+z23RR8Ey7fzHXmVUnBfvLf+eCpasZZn7gi66lZq/mz/Y8PLSwspjunBF9Y5pgR6z4LKFlm9qOCNTr8iC5On9qKFKJt6JsRU1WzLog9d0obxs+A9MzfJEd3HlUls/eqIMKzzfWbYKJCwJGWTjepLMsVtRGbVdP0PM1q52PF72gvnXWxBYOr5cfVE9CRDL6rJOY5USS3k+mxdy9YosRJ7ejxpaOWPEHysr4gVOveSU+/fv0xtvvKGeFYdfwCF0fif/0bKKi36dV2Sq7qmoy7EsLR2B3pLIeeS89h/oJSq6EllWPgrxtoGPHdoCAL8oBz/1is9IzjaeOC/XywdTcHu5JmxzLuo3GL2Owyy/ET4LXs98N/AZ7aFKk8r7kdfz4kPHOSb0BcuVgLULrOLGT6MLlDWy7Lf8NvV35CiXzHzI5c2LlbTkXWbvLvZfX7qhiGXgDZcYQ0D8oX+IvBAoOMADNAoPSuJ3ZV5VjgVaVcmOv1ZIHvl6RYqRc3w9T+9HzaAl76C6HMvS0xEz/6HM3pMm5aMg18sHk9mCasI2RyW0sLmYFuly/EZ4t3v9GwFmPuTy5kUEeQfV5Vi6mKcQ5JsR8MzCtQnbHCcyJMkkVaQR5Itj5kMub15Edz0AAMSKDEk6MQzZnJnRCPIAANAwRcwlWA4I8gAAAI5CkAcAAHAUgjwAAOQ0Vf9D3SHIAwBATi31P9QdgjwAAICjEOQBAAAchSAPAADgKAR5AAAARzUmyDfxUqQAANBsjbl2fZPU5VgiT7mjacfSvGY48i8sgpkPubx5Ed31AAAAjrK25E2oxdZbXY9dUro05K36STtuTThmWfKuhjwMRcia5/LmN7TkAQAAHIUgDwAA4Civux4AAADcgpY8AACAoxDkAQAAHIUgDwAA4CgEeQAAAEchyAMAADgKQR4AAMBRCPIAAACOQpAHAABwFII8AACAoxwP8lMaXF4RF/7fHquXAACgQH45G3xcHkzV+7BIbgf56V06msg/h3sDlhUBAKAo420e0NvUU+Vs0KTXZu9tE9pXi+V0kB/v92hCHep02JPJEd1FlIc8xtuhlontgR4iaKrp4DJtDOXf3dGZuAWq/xhRV7wzpI3LaGAtksNBfkx3eAbsbNLhTZ7dJnSEKA8FG26wYI9ID00zHdCWaL53acSC+sG6fNm3Tgdnp9QXDawe7eMnsjDuBvnxHVaH5DH+GrXWr4ta5aS3j64jyK3TPzVaKepx2idehtFwjzD8CE0ie0n5b2OXhfM4LdoRDSxYJGeD/Fg242nzWov9v07XRV4b0h1EeShKa4cOZVMFvUTQIFM6Oeb/6/I1wfqBqBBHW/pQFTeD/HRAe6qrXufBdRnlMQEPSrG2mlLYATjjlH4SzXi/fIX6cjLIT+8eya4k3lUvX+JRXk4EwQQ8KEpgXPI6WioAUEMOBvkp3VXnzclTOPRM6A0xRo+uVcgrnI8Cj7Y8e6N/epAwLgngqMlPrE0PdedekB/vW8/ZDMIEPCgOKo3QNG26JGacHtMJsn7tORfk5YQ7ipkRrU7pwAQ8yCF2dr3KT7ylj6t7QXO06Npmxgmn0wFd5r1eOFd+YRwL8urceOrSzR3bjBCdOVmYR5SHubVo54G86Mfk6C4KMWiM1rVNcfropLeVcProlAZb6lS74PwoqJRbQV6dG0/d67FjpK2dm3ICHs5thkKorkuMT0KTBE4f7bVt16kf07Z3udu4RhdUwakgP5DnzVF/N2kalD5nHmOpUAR1OhFAw7R2HtBInplsmZyqJzrzK+JhYuoiORXkxaT6DOduru/KK5WhixXmw1srqjBL6D0CcNX6AZ+boq9THybnsiDAL9rKGZ9BBABR/AY1+g4cidBaAYB6cm52PUCV0FoBgDpDSx4AAMBRaMkDAAA4CkEeAADAUQjyAAAAjkKQBwAAcBSCPAAAgKMQ5AEAAByFIA8AAOAoBHkAAABHIcgDAAA4CkEeAADAUQjyAAAAjkKQBwAAcBSCPAAAgKMQ5AEAAByFIA92421aWdmmsXoKsCjj7RWWF/njMg2m6kUAyARBviwiSLKCaTt/mJwOLqtCLfCY4Xuq4BfA9U4nJJnS4HJNj910QHvDDvVPz+js7AHttNTrmZS3XTrfXzZqHeL1gtZXxTrAfQjyJRnfGVK32yUa3pmtNdzp0+kZL9j4Y0Td4Ubkx75YY9pmBdAGjVQa5WPEXqlXOptt6QPC6U80oTVazRXcqzPp7Zfe21XFOsBdCPJlEK2PLl0/2KV+Z0h35v6FrtN1Vl+Y/HSqni/eeHuDhrwicrCuXpHWD87oQb7mFixci3YesEqacSxro3OJ2urPfErerm5f/L73yqzUVrEOcBqCfAmmd49o0r3OQnOLrm12WGN+zigvKg3s9349qbBSXZO62zw0ni7f2x7L1rd83xjfZOu4HHzvRL1uNaY7PD03d9gW5pGURp42tt6xTodOX9JnLPQwiX5cHrBvUELbyL5HPNffp/eReCJF5iWUnX55fMLHiS8f/A79vVrc98vXN9hxouGGfE9snD2d0Ra/8b1J75nblHQMIuK/S6SJb8CkR23+XlyPRML6QtsVOv7y4fc6pWyT1Srt3Oxmb2mLdAaPnz7e6qlVznUAmM6gYKdn/Q6ddUf6af+sQ52z/ql6nsFpv3PGD03o0emzb45jrJMZddln/ESI91mTyEuHeN/7TvW+t/zorCvW22V/WcywTelptK3TTBdfNds3cfsiMV1p2xhNH0tg4vuFpz/yHfq5v97k4xb9/nAaOVs6zeWi38vfl09T1pkrb9jXE0obPwax+4tJWV90+xVxbPXn8h6n4PeGPxu7PkW8r74307IzrAMgCEG+aKLQiRb0nRwR0VbAiB+2UTAnCX+HTEOoXAgGMFtBGQpwhlwFebxwGmXwCaXRuh6+XNy65XdY93XqNqbsI4uy0h/8jkiBnnbcjO+PBgRLOpnQcknHN3Wd8vsz5Xfr/jXSx5cxfgthyeuzB0TjM7mPk/G9Yjvksvb1Bal1d1jeSchb3OzrAPChu75goquehrThdfu1qTchmhzdTeiyTLe+26cO+97Ynn+jK7LNV5pV3slNrVW29IRyTxGYKY0T6rX9z6ysbLC9ELfudTo4G9Far62WDXSNFjGBq/T0z6KE70/dV0nrTDgGpci/Pj2f5DA0d2SO/bjO596wz+9n6VBfp11Wm5xMJqzussueZZRrHQA+BPlCjWmfFfyskh2acc5aCtSZHNHdsgo7HnzaPVoLrJe1MtWbGbQvsQrEMZ1kTp+cCJhrrsHMadSnT4Uf8XOpeKGvlhutsYJbFfq5t9FQWfrzKuH7U/dV2jpjjkFpcqxvvE0b/JS8Q3M+yTz7sSXGzWm4R3vH6qU4LB9t8TKiy8fZt3LslxzrAAhAkC/S+A6r/XcpMj+udY02WS38SEV5MRkocTJS1Hi/RxPW+tjNVOjIykZmqmWu0ycCmpixFU/0LPAJXcasIXGOf/JMIiVDGtV+m7n1IoKVkrqNLVpdC1ZcxrSduA8qSH+arN9/fJKvF8nyvTzPisOad5uCx8C0fp39Woa0EcgvupWdLZ9bJK1PHdNO/zB8vn0Rx0m1tFkDPcGUBlvsd9wd0cHBAY26bJ1bOcqBTOsAMLDaKhQkaaxMjN+qMTixXMI4o1yWLRN8JI5Lmp/pnPX7wbHMDOPNYlxSf569Lp4njxnq7/XXyx4JY4XJaTTGYj2WdcSlS2xTeNnQ95nbaO4DlQbvfWMflJ5+y3dE8lQkzSnfH9xm8T32dEbzbnBfmO8lrDPtGEQY6zHzOf++pLyfsr7QdlmW9bcrz3EyvlfT+zpmg4NlgCS3Pdd8gpR1AJhW+D8sQ0Nl+Gkze3TpNO/Vu6Bw/JSmDaLR2UH2sVEAgCWC7vqKTQd7dGx2FwIAAJQAQb5irZ0HuCIcAABUAt31AAAAjkJLHgAAwFEI8gAAAI5CkAcAAHAUgjwAAICjEORrRd7uMtMF4+pI3Eozyy06lbzL18qSH6sFEVd7rOSa9snqko651fk3tNS/b3cgyAM4Rd0XvY61j+mA9vh148U14lMuBiUCREnbkScdEeXtX13x8O9xL4nXY9Y3vjMk6l6XF3Pil2oWFRf1KDCNdU4bJEOQB1gSSQXqUshxJ0AeIPhNXGh4p/iWYBF3JCzRpLefcZvHdIdXVsSF/se03f6Jbuqb6/CbYg03IkF5XnVOG9ghyAM4pUU7D1hBWtxt7orVuURt9Wcs0dLu0vUDfkOWhNsrzyNLOqxK3r/dvtjmvQwBkF89c9jZpGuissLvxBe4PHNrh/hN6ybF3dO43mmDWAjyhVPdeV7X1CxjUvz69vrzeccMjfUntvyS0irf2x4npCXUBcfeO1Gvx8m7fGL6eLrYd4z1d+q05dz/ultYP7y7A+rtF08k6xhj3P6Rr4f3H/9sMH3B5bm4tMvXxU3x+J3/+HsiYfZ9EG3xG9+b9J65fbH7xyb+u0Sa+AZMetTm7yXky+ndI5qIbt4WXdvs5LulsVBAOhK2O7R/zW5o9vBbqCn71mpV3FI2vcU8pbtHE+psXmN7aQZi+2z5VT21qihtUCx+xTsoiryTVfAGUdY7ScXSd8LqnOkbU0XvXJVEfT6wPr5+++rT0hpNi3jfuLOdv7y+m1hcWmdbPj59ts+b62Cv8P0XdxczcUcvf/vCoutnCQisT60r9liZ6dPP/e+07c/47Y0+j65DCi8X3Sf8ffk0ZX8l7h+TfT2htKXdUU4w9kOuNHAFpCNlndHjoIj8oT+Xsm8t/O8Nf9a6PpHG8HEPEe8b+dcgvlelJ3ablKrTBsVBkC9Z2g87zCjgBFmQZ/pBpBROacJptaQlGORs6woFQUPe5S3C6bPsF+v28+Xi9on8DvutPlO2P/VYRdMXKRBTtt/MO9EC1bIPmNBySXkidX8l7R+DdVuM9PFl0n4LIk3B75H7OVMauELSkbzd1sBmfiZ3XjS+V2yHXNa2PnsaNLnP4t/XVJo7LJ8l5EOu+rRBUdBdXzSj+67dm6g3KpB3QtE8ac27rlkmO82Uvgn12v5nVlY2aMhesw//8bHCEa312mpZs/u8YmXkndT9nrS/qt8/oquepWDDS0+b+G6YHN31usvLl3+7x9tsv3X6dBiaqp8nLxrW+XwE9vl9W8c4n9TGwvJ1+7yA8TbbZ9Sn09R5A+u0yyLuZDJhdZ5d9iyjStIGRUGQLxIvpNs9WhupWaTswVpj6s0ZTU/oWP2Zqn2JOmzpkyyl4bxpzbMuLu/yM6dPnxoVfsSXKbxAV8uN1lihPEcgy3OsTGXkHS51v6ftrwL3T6ox7bOIzhp54fTw2diTI7pb2nptcmz3eJs2+Ezywx1jDDpvXgxqifFvGu7RnpmpxndYZaFLtjjK5wtsDLs0emCmxYLluS2+v7t8nH0rx3GtIG1QGAT5UslCK0hM2kmcvMTnVvkFimzZ+D+axM+3rtGmUcPmyydPptGiaU3UWmXtwwkd6ZKXBykxMyxG3uUjMqTPsv25iICotWh1jZ/Bpb9rTNuW9CYdq/nEbO/xSb4WbVKeyLu/QvvHsH6dbTlrgQcym27dirOosogLECqdOu8k/gaKSIcpabtVvuj0D8Pn28+bFznVYmYN7RB+eqGt5c33iwiiwZnssaY02OrRpDuig4MDGnVZWreSy6WQUtMGhWI1SyiQGEdlu1U+Omf9fnj8T4xXxY4H8vEq9pkRH88LfEdg4eTPc3KczUtDwthXclotY87meKcYd9SfZ69HxlMNOZdPTp/czujmqTE/73P8EbMOsT3hZcPfF9yXZnrTjlU0fZGxSmN/puWd0P4T32PfB9Ex0aQ8kbC/UvePyViPmU/59yXk3aSxXLlvZLpy/wZypiNtu0PptCzrb0OOvMhYt18fc/26eB7MZ0owb4QelmWZ4P6U5D7LNQ+hpLRBsXA/+Urx01T26NJp3qtsafN+HmDZNfs3MB1cpvbRJp3WsMu7zmlrMgT5CvEfwRYd0oMZS6d5Pw+w7Jr9G+Dn3bfpp5tZx/WrVOe0NRuCPAAAgKMw8Q4AAMBRCPIAAACOQpAHAABwFII8AACAoxDkAQAAHIUgX0Piil4Zr5ldC9ZbsGrydpvZrrq3DFzbnmrUJU8v3W8rTuJvbsHqnLYGQpCvm+mA9vh1sMU1r3HRG8hKVj6S7tO+MBnyND//3b+Ri3oUvS1z/bbK27+64uHfh14Sr8esj18+lsQ99xl+ieiS9lud0wbZIMjXzSx3awOnJRWoSyFrnu706VTdxOXsbETd4UYkuMyl5r+tSW8/Y+uX3+mNVVbExfjHtN3+iW7q/cZv5lP0fmPqnDZIhiBfR51L1FZ/AmTTop0HrCCt6+XGcufpdbreZcEl031Zc5j5t1Xy/u32qd8Z0l6GADgd7NGws0nXRGWF3y0vcNOX1g7xG8QVut/qnDZIhSBfONWt53VRZR+bEi02fqezSY/aebq2zC4x8Ugac0xKox5z5tcIj/mu0PrYeyfq9UQJ3xeRlD7+PezzY50G/V0597sYNwws793VTG+/eCJZxxjjtke+Ht5//LPB9JnbH5d2+bq4+R1rAYn3RMLs+yDa4je+N+k9c/ti949N/HfNk6f3RK9vnqBaQDoStju0fy2/Ob+FmrJvrVbF7VvTW8xTuns0oc7mtdmuDy+2z5Zf1VOritIG5eCXtYWiqLtOBe7WJO72lHjHLEPaHbIijLtHxd0JyiPTGLyhVPgOU/rOWf53hO/6ZW6jvuNX3N210r7PlJY+2/rMNLFXkvZ74j6Krl8cE2990e0J39HLTJ9+7n+nbX/Gb2/0eXQdUni56D7h78unKfsrNQ8F2dcTSluGPC33If9c4JHymbAC0pGy3dHjoIj8oT+Xsm8t/O8Nf9a6PpHG8HEPEe8b+dcgvlelJ3ablKrTBsVDkC+StZDgBXLWApPJG+Qj65Q/xjw/pHAhZPl8MMjZtjH4fkTK92UQTp8McKHvy73f5XfYb6uZll7b/g2mKZq+SIGYsv1mUIgWqJZ9wISWs+4TJXV/Je0fg3VbjPTxZVLytC0Qiu3Jmk8KSUfydlsDm/mZ3HnR+F6xHXJZ2/rsadBk3ox/X1Np7rB9nrJ/q08bFA3d9YWbUK8d7KrboCF7rbRhqNYqrbHvP7qr+t+md+lo0qFLSQOPRldjuzdRb2RQxeSlmdKXZ7/zscIRrfXaalmz+7xi8xyPOKnHKWl/1WP/rO/2qcNSdSe9r7sg+bd7vM32W6dPh6Gp+nOUAeu71O+wz+/bNppPamNhOWYIY7zdph716TR13sA67bKIO5lMWJ1n1x8zT1NJ2qBoCPKF06fohB9l5+2JLpjaPVobJZwexAOKWMZPG2tFqTczaF9iW3hMJ2UV+jOnL+9+5wW6Wm60xgrlOQLZ9ITtkRnNezzipB6ntP1V4P5ZKjm2e7xNG3wm+aF5//R5yoCWGP+m4R7tmZlqfIdVFrpki6N8vsDGsEujLPdyZ3lui1Uku10+zr6V47hWkDYoHIJ8kVrXaDO2piuJyTuJk5iiEj/Df1yhU4/yVijGtJ+n5RjpOWBBSswMK0uG9GXY74lEQNRatLrGyjGv+Timbcv2DTf8wn9694jtEXsBl1/M9h6f5Moztn3C85GYYJV3f4X2j2H9OtvyIW0EZm7p1q04i2oO4/0eTQLfk/g7KCMdSdut8kWnfxiuUM+bFznVYmYN7RB+/rmt5e0F0eBM9lhTGmyx/dod0cHBAY26LK1bOcqjUtMGZUCQLxQ/zeaU+sdqJrT3yDK7dkbrB3S6eSRnDAcesbNlWzt0yFqKww297B5d6rPaeWaspXPaJ9bEkZ/n58Hy81/Vu3ObKX0597s5g9ro/Vg/kOdoy/fv0PXI9rGW2miTjlSXLPs4a7nNWIhl2F7RbZ13drrYJ8HtYIUtsYJdJDJlf6XsnzDZxR1azzGrdM7SatPbONP3FJCOPNstWq6BHjT+kDWoAsoA9h2HRp5jlWl+IZ9NeW6aT7zO/2AVnND67D0Q08EW9SYs6KqWgMjrbL9vZW7Ol5c2KMcKa/mdqb+hdPx0FVaIn+a52lbyZ/iVwtq9tXBNmRdWG4TaMzhklt+OO8Tv/GhztspTyeqcNkBLvlL8QhHHZvdeikyfMS7wMT2ZeYQYoJZm+e24Q55/3r1ZxyBa57QBh5b80uMX3mhTeBgXY2AAAIAgDwAA4Cx01wMAADgKQR4AAMBRCPIAAABOIvr/aOKN7OmIrgoAAAAASUVORK5CYII=)

Program:

#include <stdio.h>

void strassen(int A[2][2], int B[2][2], int C[2][2]) {

int M1 = (A[0][0] + A[1][1]) \* (B[0][0] + B[1][1]);

int M2 = (A[1][0] + A[1][1]) \* B[0][0];

int M3 = A[0][0] \* (B[0][1] - B[1][1]);

int M4 = A[1][1] \* (B[1][0] - B[0][0]);

int M5 = (A[0][0] + A[0][1]) \* B[1][1];

int M6 = (A[1][0] - A[0][0]) \* (B[0][0] + B[0][1]);

int M7 = (A[0][1] - A[1][1]) \* (B[1][0] + B[1][1]);

C[0][0] = M1 + M4 - M5 + M7;

C[0][1] = M3 + M5;

C[1][0] = M2 + M4;

C[1][1] = M1 - M2 + M3 + M6;

}

int main() {

int A[2][2], B[2][2], C[2][2];

printf("Enter elements of Matrix A (2x2):\n");

for (int i = 0; i < 2; i++) {

for (int j = 0; j < 2; j++) {

scanf("%d", &A[i][j]);

}

}

printf("Enter elements of Matrix B (2x2):\n");

for (int i = 0; i < 2; i++) {

for (int j = 0; j < 2; j++) {

scanf("%d", &B[i][j]);

}

}

strassen(A, B, C);

printf("Resultant Matrix C:\n");

for (int i = 0; i < 2; i++) {

for (int j = 0; j < 2; j++) {

printf("%d ", C[i][j]);

}

printf("\n");

}

return 0;

}

The time complexity of Strassen's Matrix Multiplication is approximately O(N^log2(7)), which is better than the standard matrix multiplication algorithm's O(N^3) time complexity.

1. Write a program to find the Factorial of a number using recursive method and write its time complexity.

Program:

#include <stdio.h>

unsigned long long factorial(int n) {

if (n == 0) {

return 1;

} else {

return n \* factorial(n - 1);

}

}

int main() {

int num;

printf("Enter a non-negative integer: ");

scanf("%d", &num);

if (num < 0) {

printf("Factorial is not defined for negative numbers.\n");

} else {

unsigned long long result = factorial(num);

printf("Factorial of %d is %llu\n", num, result);

}

return 0;

}

The time complexity of this recursive factorial calculation is O(n)

1. Given an array of integers nums which is sorted in ascending order, and an integer target, write a function to search target in nums. If target exists, then return its index. Otherwise, return -1. You must write an algorithm with O(log n) runtime complexity.

Program:

#include <stdio.h>

int binarySearch(int nums[], int size, int target) {

int left = 0;

int right = size - 1;

while (left <= right) {

int mid = left + (right - left) / 2;

if (nums[mid] == target) {

return mid; // Found the target, return its index

} else if (nums[mid] < target) {

left = mid + 1; // Search the right half

} else {

right = mid - 1; // Search the left half

}

}

return -1; // Target not found in the array

}

int main() {

int nums[] = {1, 3, 5, 7, 9, 11, 13, 15, 17};

int size = sizeof(nums) / sizeof(nums[0]);

int target;

printf("Enter the target number: ");

scanf("%d", &target);

int result = binarySearch(nums, size, target);

if (result != -1) {

printf("Target %d found at index %d\n", target, result);

} else {

printf("Target %d not found in the array\n", target);

}

return 0;

}

1. Write a program to find the GCD of two numbers. Find time complexity if recursion is

used Perform the test cases for the given set of no’s

1. (36,48) 2
2. (156, 90) 6
3. (-56,88) Illegal input

Program:

#include <stdio.h>

int gcd(int a, int b) {

if (b == 0) {

return a; // Base case: GCD(a, 0) = a

} else {

return gcd(b, a % b); // Recursive call

}

}

int main() {

int num1, num2;

printf("Enter two numbers: ");

scanf("%d %d", &num1, &num2);

if (num1 < 0 || num2 < 0) {

printf("GCD is not defined for negative numbers.\n");

} else {

int result = gcd(num1, num2);

printf("GCD of %d and %d is %d\n", num1, num2, result);

}

return 0;

}

The time complexity of the recursive GCD algorithm is O(log(min(a, b)))

1. Find Max and Min value in the list using divide and conquer find its time complexity.

Testing Condition – Count the number of times in Comparison to find Min\_Max value

in a list n for the given set of elements.

1. (23,45,6,8,-9,44,7,8) Min val = -9, Max Value = 45
2. (8,-5,7,2,6,0,1,9) Min val = -5, Max Value = 9
3. (45, y, 9, 8,4, 7,11, 22,16) Illegal input

Program:

#include <stdio.h>

struct MinMax {

int min;

int max;

};

struct MinMax findMinMax(int arr[], int left, int right, int \*comparisons) {

struct MinMax result, leftResult, rightResult;

int mid;

// If the list has only one element, it is both the minimum and maximum

if (left == right) {

result.min = arr[left];

result.max = arr[right];

return result;

}

// If there are two elements, compare and find the minimum and maximum

if (right - left == 1) {

(\*comparisons)++;

if (arr[left] < arr[right]) {

result.min = arr[left];

result.max = arr[right];

} else {

result.min = arr[right];

result.max = arr[left];

}

return result;

}

// Divide the list into two halves

mid = (left + right) / 2;

leftResult = findMinMax(arr, left, mid, comparisons);

rightResult = findMinMax(arr, mid + 1, right, comparisons);

(\*comparisons)++;

if (leftResult.min < rightResult.min) {

result.min = leftResult.min;

} else {

result.min = rightResult.min;

}

(\*comparisons)++;

if (leftResult.max > rightResult.max) {

result.max = leftResult.max;

} else {

result.max = rightResult.max;

}

return result;

}

int main() {

int arr[] = {8,-5,7,2,6,0,1,9};

int size = sizeof(arr) / sizeof(arr[0]);

int comparisons = 0;

struct MinMax result = findMinMax(arr, 0, size - 1, &comparisons);

printf("Minimum value: %d\n", result.min);

printf("Maximum value: %d\n", result.max);

printf("Number of comparisons: %d\n", comparisons);

return 0;

}

The time complexity of this divide-and-conquer algorithm for finding the minimum and maximum values is O(n)

1. Generate a program for Pascal triangle.

Estimate the time complexity for the row=5

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  | 1 |  |  |  |  |
|  |  |  | 1 |  | 1 |  |  |  |
|  |  | 1 |  | 2 |  | 1 |  |  |
|  | 1 |  | 3 |  | 3 |  | 1 |  |
| 1 |  | 4 |  | 6 |  | 4 |  | 1 |

Program:

#include <stdio.h>

int fact(int n)

{

int a;

for (a = 1; n > 1; n--)

a \*= n;

return a;

}

int combination(int n, int r)

{

return fact(n) / (fact(n - r) \* fact(r));

}

int main()

{

int rows;

int i, j;

printf("Enter Number of Rows: ");

scanf("%d", &rows);

for (i = 0; i <= rows; i++)

{

for (j = 0; j <= rows - i; j++)

printf(" ");

for (j = 0; j <= i; j++)

printf(" %3d", combination(i, j));

printf("\n");

}

return 0;

}

The time complexity of this divide-and-conquer algorithm for finding the minimum and maximum values is O(n)

1. Write a program to find the sum of digits. You are given a **0-indexed** array nums consisting of **positive** integers. You can choose two indices i and j, such that i != j, and the sum of digits of the number nums[i] is equal to that of nums[j].

Return *the***maximum***value of*nums[i] + nums[j]*that you can obtain over all possible indices*i*and*j*that satisfy the conditions.*

**Program:**

**#include <stdio.h>**

**#include <stdlib.h>**

**// Function to calculate the sum of the digits of a number**

**int digitSum(int num) {**

**int sum = 0;**

**while (num > 0) {**

**sum += num % 10;**

**num /= 10;**

**}**

**return sum;**

**}**

**// Function to find the maximum value of nums[i] + nums[j]**

**int maxSumWithEqualDigitSums(int nums[], int size) {**

**int maxSum = -1;**

**int \*maxDigitSum = (int \*)malloc(46 \* sizeof(int)); // Maximum possible digit sum is 9 + 9 + 9 = 27**

**for (int i = 0; i < 46; i++) {**

**maxDigitSum[i] = -1;**

**}**

**for (int i = 0; i < size; i++) {**

**int sum = digitSum(nums[i]);**

**if (maxDigitSum[sum] != -1) {**

**int otherNum = nums[maxDigitSum[sum]];**

**maxSum = (maxSum > (otherNum + nums[i])) ? maxSum : (otherNum + nums[i]);**

**}**

**maxDigitSum[sum] = (maxDigitSum[sum] == -1 || nums[i] > nums[maxDigitSum[sum]]) ? i : maxDigitSum[sum];**

**}**

**free(maxDigitSum);**

**return maxSum;**

**}**

**int main() {**

**int nums[] = {51, 71, 17, 42};**

**int size = sizeof(nums) / sizeof(nums[0]);**

**int result = maxSumWithEqualDigitSums(nums, size);**

**printf("Maximum value of nums[i] + nums[j] with equal digit sums: %d\n", result);**

**return 0;**

**}**

1. Consider a two integer arrays nums1 and nums2, sorted in non-increasing order and two integers m and n, representing the number of elements in nums1 and nums2 respectively. Write a program to Merge them into a single array using Merge Sort. Derive time complexity of merge sort

.Input Set[], A = (3,8,1,9) Set[], B = (4,-2, 0,7)

Output A \* B = (-2,0,1,3,4,7,9)

Program:

**#include <stdio.h>**

**void merge(int nums1[], int m, int nums2[], int n) {**

**int merged[m + n];**

**int i = 0, j = 0, k = 0;**

**while (i < m && j < n) {**

**if (nums1[i] >= nums2[j]) {**

**merged[k++] = nums1[i++];**

**} else {**

**merged[k++] = nums2[j++];**

**}**

**}**

**while (i < m) {**

**merged[k++] = nums1[i++];**

**}**

**while (j < n) {**

**merged[k++] = nums2[j++];**

**}**

**for (int p = 0; p < m + n; p++) {**

**nums1[p] = merged[p];**

**}**

**}**

**int main() {**

**int nums1[] = {3,8,1,9};**

**int m = 4;**

**int nums2[] = {4,-2,0,7};**

**int n = 4;**

**merge(nums1, m, nums2, n);**

**printf("Merged Array:\n");**

**for (int i = 0; i < m + n; i++) {**

**printf("%d ", nums1[i]);**

**}**

**printf("\n");**

**return 0;**

**}**

The time complexity of the merge sort algorithm is O(n log n), where 'n' is the total number of elements in the two input arrays (**m + n**).

15.Write a program to find all pairs shortest path using Floyd's technique and to estimate its time complexity.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | A | B | C | D |
| A | 0 | 8 | 7 | 8 |
| B | 9 | 0 | 11 | 12 |
| C | 10 | 9 | 0 | 11 |
| D | 8 | 10 | 11 | 0 |

Program:

#include <stdio.h>

#define INF 999999

void floydWarshall(int graph[][4], int V) {

int dist[V][V];

// Initialize the distance matrix with the given graph

for (int i = 0; i < V; i++) {

for (int j = 0; j < V; j++) {

dist[i][j] = graph[i][j];

}

}

// Apply the Floyd-Warshall algorithm

for (int k = 0; k < V; k++) {

for (int i = 0; i < V; i++) {

for (int j = 0; j < V; j++) {

if (dist[i][k] + dist[k][j] < dist[i][j]) {

dist[i][j] = dist[i][k] + dist[k][j];

}

}

}

}

// Print the shortest distances

printf("Shortest distances between all pairs of vertices:\n");

for (int i = 0; i < V; i++) {

for (int j = 0; j < V; j++) {

if (dist[i][j] == INF) {

printf("INF\t");

} else {

printf("%d\t", dist[i][j]);

}

}

printf("\n");

}

}

int main() {

int V = 4; // Number of vertices in the graph

int graph[4][4] = {

{0, 3, INF, 7},

{8, 0, 2, INF},

{5, INF, 0, 1},

{2, INF, INF, 0}

};

floydWarshall(graph, V);

return 0;

}

16.Write a program to perform linear search and estimate time complexity. Compute the amount of time for completion.

Input/ Output series

A = (56,89,7,13,75, 23, 8, 12) Key element 75 Element found in position 4

B = (89,45 -23,45,0, 44, 2) Key element 0 Element found in position 5

C = (45,67,56,A,34,-2,100) Key element 90 Not Found

Program:

#include <stdio.h>

#include <time.h>

int linearSearch(int arr[], int size, int target) {

for (int i = 0; i < size; i++) {

if (arr[i] == target) {

return i; // Return the index of the target element if found

}

}

return -1; // Return -1 if the target element is not found

}

int main() {

int arr[] = {2, 4, 6, 8, 10, 12, 14, 16, 18, 20};

int size = sizeof(arr) / sizeof(arr[0]);

int target = 14;

clock\_t start\_time = clock(); // Record the start time

int result = linearSearch(arr, size, target);

clock\_t end\_time = clock(); // Record the end time

double execution\_time = (double)(end\_time - start\_time) / CLOCKS\_PER\_SEC;

if (result != -1) {

printf("Target %d found at index %d\n", target, result);

} else {

printf("Target %d not found in the array\n", target);

}

printf("Time taken for completion: %f seconds\n", execution\_time);

return 0;

}

The time complexity of linear search is O(n)

**5**

1. Write a program to find the factorial (fact)of a number and to estimate time complexity.

Conditions such as i. n=0, return 1 otherwise fact (n-1) \* n

Testing condition

* 1. 4 Value is 24
  2. -3 No negative value
  3. 6 Value is 720

Program:

#include <stdio.h>

#include <time.h>

unsigned long long factorial(int n) {

if (n == 0) {

return 1; // Base case: 0! = 1

} else {

return n \* factorial(n - 1); // Recursive call

}

}

int main() {

int num;

printf("Enter a non-negative integer: ");

scanf("%d", &num);

if (num < 0) {

printf("Factorial is not defined for negative numbers.\n");

} else {

clock\_t start\_time = clock(); // Record the start time

unsigned long long result = factorial(num);

clock\_t end\_time = clock(); // Record the end time

double execution\_time = (double)(end\_time - start\_time) / CLOCKS\_PER\_SEC;

printf("Factorial of %d is %llu\n", num, result);

printf("Time taken for completion: %f seconds\n", execution\_time);

}

return 0;

}

The time complexity of this recursive factorial calculation is O(n),

18.Write a program to perform Knapsack problem using dynamic programming for the following set of object values.,

Knapsack weight = 100

|  |  |  |
| --- | --- | --- |
| item | Weight | Profit |
| 1 | 40 | 80 |
| 2 | 30 | 70 |
| 3 | 20 | 50 |
| 4 | 30 | 80 |

.

Program:

#include <stdio.h>

int max(int a, int b) {

return (a > b) ? a : b;

}

int knapsack(int capacity, int weights[], int values[], int n) {

int dp[n + 1][capacity + 1];

for (int i = 0; i <= n; i++) {

for (int w = 0; w <= capacity; w++) {

if (i == 0 || w == 0) {

dp[i][w] = 0;

} else if (weights[i - 1] <= w) {

dp[i][w] = max(values[i - 1] + dp[i - 1][w - weights[i - 1]], dp[i - 1][w]);

} else {

dp[i][w] = dp[i - 1][w];

}

}

}

return dp[n][capacity];

}

int main() {

int values[] = {60, 100, 120};

int weights[] = {10, 20, 30};

int capacity = 50;

int n = sizeof(values) / sizeof(values[0]);

int maxValue = knapsack(capacity, weights, values, n);

printf("Maximum value in knapsack: %d\n", maxValue);

return 0;

}

19.Write a program to find a minimum spanning tree using prims technique for the given graph.
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Program:

#include <stdio.h>

#include <stdbool.h>

#include <limits.h>

#define V 5 // Number of vertices in the graph

// Function to find the vertex with the minimum key value

int minKey(int key[], bool mstSet[]) {

int min = INT\_MAX, min\_index;

for (int v = 0; v < V; v++) {

if (!mstSet[v] && key[v] < min) {

min = key[v];

min\_index = v;

}

}

return min\_index;

}

// Function to print the minimum spanning tree

void printMST(int parent[], int graph[V][V]) {

printf("Edge Weight\n");

for (int i = 1; i < V; i++) {

printf("%d - %d %d\n", parent[i], i, graph[i][parent[i]]);

}

}

// Function to find and print the minimum spanning tree using Prim's algorithm

void primMST(int graph[V][V]) {

int parent[V];

int key[V];

bool mstSet[V];

// Initialize key values and mstSet

for (int i = 0; i < V; i++) {

key[i] = INT\_MAX;

mstSet[i] = false;

}

key[0] = 0; // Start with the first vertex

parent[0] = -1; // No parent for the first vertex

for (int count = 0; count < V - 1; count++) {

int u = minKey(key, mstSet);

mstSet[u] = true;

for (int v = 0; v < V; v++) {

if (graph[u][v] && !mstSet[v] && graph[u][v] < key[v]) {

parent[v] = u;

key[v] = graph[u][v];

}

}

}

// Print the minimum spanning tree

printMST(parent, graph);

}

int main() {

int graph[V][V] = {

{0, 2, 0, 6, 0},

{2, 0, 3, 8, 5},

{0, 3, 0, 0, 7},

{6, 8, 0, 0, 9},

{0, 5, 7, 9, 0}

};

primMST(graph);

return 0;

}

20.Write a program to print the first n perfect numbers. (Hint Perfect number means **a positive** integer that is equal to the sum of its proper divisors)

Sample Input:

N = 3

Sample Output:

First 3 perfect numbers are: 6 , 28 , 496

Test Cases:

1. N = 0
2. N = 5
3. N = -2
4. N = -5
5. N = 0.2

Program:

#include <stdio.h>

// Function to check if a number is perfect

int isPerfect(int num) {

int sum = 1; // 1 is always a divisor

for (int i = 2; i \* i <= num; i++) {

if (num % i == 0) {

if (i \* i != num) {

sum += i + num / i;

} else {

sum += i;

}

}

}

return sum == num;

}

int main() {

int n;

int count = 0;

int num = 1;

printf("Enter the value of n: ");

scanf("%d", &n);

printf("First %d perfect numbers:\n", n);

while (count < n) {

if (isPerfect(num)) {

printf("%d\n", num);

count++;

}

num++;

}

return 0;

}

21.Write a [Program to find even Sum of Fibonacci Series Till number N](https://www.geeksforgeeks.org/java-program-to-find-sum-of-fibonacci-series-numbers-of-first-n-even-indexes/)?

Sample Input: n = 4

Sample Output: 33

(N = 4, So here the Fibonacci series will be produced from 0th term till 8th term: 0, 1, 1, 2, 3, 5, 8, 13, 21

Sum of numbers at even indexes = 0 + 1 + 3 + 8 + 21 = 33)

22.Write a program to perform Selection sort and estimate time Complexity

Estimate the time iteration for the following set of numbers.

Input Output

1. (10,5, 80,-2, 15,23, 45) (-2, 5, 10, 15, 23, 45, 80)
2. (12, 3, 0, 34, -11, 2, 8) (-11, 0, 3, 8, 12, 22, 34)

Program:

#include<stdio.h>

int main(){

int a[10],i;

int j,temp,num;

printf("Enter the number to give\n");

scanf("%d",&num);

for(i=0; i<num; i++){

printf("a[%d]=\t",i);

scanf("%d",&a[i]);

}

for(i=0; i<num-1; i++){

for(j=i+1;j<num; j++){

if(a[i]>a[j]){

temp=a[i];

a[i]=a[j];

a[j]=temp;

}

}

}

printf("Selection Sort in C\n");

for(i=0; i<num; i++){

printf("a[%d]=\t%d\n",i,a[i]);

}

    return 0;

}

Selection Sort Program in C takes O(n^2) as two loops are going to run N-1 time where one decides the value at index and inner loops check for all the succeeding indexes element.

23.A [**perfect number**](https://en.wikipedia.org/wiki/Perfect_number) is a **positive integer** that is equal to the sum of its **positive divisors**, excluding the number itself. A **divisor** of an integer x is an integer that can divide x evenly.

Given an integer n, return true*if*n*is a perfect number, otherwise return*false.

24.. Write a program to check for the following cases and find its time complexity

Case 1: Given string is palindrome or not

Case 2: Given number is palindrome or not

Sample Input:

Case = 1

String = MADAM

Sample Output:

Palindrome

Test cases:

1. MONEY
2. 5678765
3. MALAY12321ALAM
4. MALAYALAM
5. 1234.4321
6. Write a program to insert a number in a list

Testing Condition

* + 1. Insert at the beginning
    2. Insert in the middle
    3. Insert at the last
    4. Not Available position in a list

26.The n-queens puzzle is the problem of placing n queens on an n x n chessboard such that no two queens attack each other. Given an integer n, return all distinct solutions to the n-queens puzzle. You may return the answer in any order. Write a program for the same.
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27.Write a [Program to find even Sum of Fibonacci Series Till number N](https://www.geeksforgeeks.org/java-program-to-find-sum-of-fibonacci-series-numbers-of-first-n-even-indexes/)?

Sample Input: n = 4

Sample Output: 33

(N = 4, So here the Fibonacci series will be produced from 0th term till 8th term: 0, 1, 1, 2, 3, 5, 8, 13, 21

Sum of numbers at even indexes = 0 + 1 + 3 + 8 + 21 = 33)

28.Write a program to perform Minimum spanning tree using greedy techniques and estimate time complexity for the given set of values.

![](data:image/png;base64,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)

29.Write a program to perform Knapsack problem using greedy approach for the following set of object values.,

Knapsack weight = 100

|  |  |  |
| --- | --- | --- |
| item | Weight | Profit |
| 1 | 40 | 80 |
| 2 | 30 | 70 |
| 3 | 20 | 50 |
| 4 | 30 | 80 |

30.Write a program to perform Quick sort and estimate time complexity.

Input Output

(10,5, 80,-2, 15,23, 45) (-2, 5, 10, 15, 23, 45, 80)

(12, 3, 0, 34, -11, 2, 8) (-11, 0, 3, 8, 12, 22, 34)

Program:

#include<stdio.h>

void quicksort(int array[25],int low,int high){

int x, y, p, temp;

if(low<high){

p=low;

x=low;

y=high;

while(x<y){

while(array[x]<=array[p]&&x<high)

x++;

while(array[y]>array[p])

y--;

if(x<y){

temp=array[x];

array[x]=array[y];

array[y]=temp;

}

}

temp=array[p];

array[p]=array[y];

array[y]=temp;

quicksort(array,low,y-1);

quicksort(array,y+1,high);

}

}

int main(){

int x, count, array[25];

printf("How many elements should the array have? (Max. - 25): ");

scanf("%d",&count);

printf("Enter %d elements for the array: ", count);

for(x=0;x<count;x++)

scanf("%d",&array[x]);

quicksort(array,0,count-1);

printf("After implementing quicksort the sorted order is: ");

for(x=0;x<count;x++)

printf(" %d",array[x]);

    return 0;

}

31.Write a program to print the reverse of a string. And estimate the time complexity for the given inputs.

Test cases: output –

“ as\nr5Y” Y5rn|sa

“7yut02” 20tuy7

“EryEq qEyrE

Program:

#include <stdio.h>

#include <conio.h>

#include <string.h>

void main()

{

char str[50], temp; // define the size of str[] array

int i, left, right, len;

printf (" \n Display a reverse string in the C: \n");

printf (" ----------------------- ");

printf (" \n Enter a string to reverse order: ");

scanf( "%s", &str);

len = strlen(str); // get the length of the string

left = 0; // set left index at 0

right = len - 1; // set right index len - 1

// use for loop to store the reverse string

for (i = left; i <right; i++)

{

temp = str[i];

str[i] = str[right];

str[right] = temp;

right--;

}

printf (" The reverse of the original string is: %s ", str);

    getch();

}

The function eventually returns the reversed string strAsByte after converting it back to a string. The time complexity of the function is O(N)

**SET 9**

32.Write a program to perform Bubble sort and estimate time Complexity for n values.

Perform test cases for the following set of numbers. Estimate the time iteration for the

following set of numbers.

Input Output

(10,5, 80,-2, 15,23, 45) (-2, 5, 10, 15, 23, 45, 80)

(12, 3, 0, 34, -11, 2, 8) (-11, 0, 3, 8, 12, 22, 34)

Program:

#include <stdio.h>

void bubble\_sort(int arr[], int n) {

int i, j;

for (i = 0; i < n - 1; i++) {

for (j = 0; j < n - i - 1; j++) {

if (arr[j] > arr[j + 1]) {

int temp = arr[j];

arr[j] = arr[j + 1];

arr[j + 1] = temp;

}

}

}

}

int main() {

int arr[] = {64, 34, 25, 12, 22, 11, 90};

int n = sizeof(arr) / sizeof(arr[0]);

bubble\_sort(arr, n);

printf("Sorted array: ");

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

  return 0;

}

Time Complexity: O(N2)

33.Given a sorted array keys[0.. n-1] of search keys and an array freq[0.. n-1] of frequency counts, where freq[i] is the number of searches to keys[i]. Construct a binary search tree of all keys such that the total cost of all the searches is as small as possible.

Example

**Input:**

n = 2

keys = {10, 12}

freq = {34, 50}

**Output:** 118

**Explanation:**

There can be following two possible BSTs

10 12

\ /

12 10

*The cost of tree I is 34\*1 + 50\*2 = 134*

*The cost of tree II is 50\*1 + 34\*2 = 118*

34.Write a program to perform permutation of an array of integers and make all the arrangement are to be in possible sequence.

Input a{]={1,2,3) Output [1,2,3], [1,3,2], [2, 1, 3], [2, 3, 1], [3,1,2], [3,2,1].

35.Write a program to print first 2 minimum values from the numbers in below list.

Input a[]=(3, 5, -4, 1, 8, 2, 0, 4) Output (-4, 0)

36.Write a program to check whether the given no is palindrome or not Given an integer x, return true if x is a palindrome, and false otherwise

input out put

121 True

234 False

1. True

37.Write a program for the given pattern the given pattern If n=4

|  |
| --- |
| 1 |
| 1 2 |
| 1 2 3 |
| 1. 2 3 4 |

38. Write a program to find out Hamiltonian circuit using backtracking method. And find the time complexity for the given set of elements is

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | a | b | c | d | e | f |
| a | 0 | 0 | 1 | 1 | 1 | 1 |
| b | 0 | 0 | 1 | 0 | 0 | 1 |
| c | 1 | 1 | 0 | 1 | 1 | 1 |
| d | 1 | 0 | 1 | 0 | 1 | 0 |
| e | 1 | 0 | 0 | 1 | 0 | 0 |
| f | 1 | 1 | 1 | 0 | 0 | 0 |

Program:

38.

#include<stdio.h>

#define V 5

void printSolution(int path[]);

bool isSafe(int v, bool graph[V][V], int path[], int pos)

{

if (graph [ path[pos-1] ][ v ] == 0)

return false;

for (int i = 0; i < pos; i++)

if (path[i] == v)

return false;

return true;

}

bool hamCycleUtil(bool graph[V][V], int path[], int pos)

{

if (pos == V)

{

if ( graph[ path[pos-1] ][ path[0] ] == 1 )

return true;

else

return false;

}

for (int v = 1; v < V; v++)

{

if (isSafe(v, graph, path, pos))

{

path[pos] = v;

if (hamCycleUtil (graph, path, pos+1) == true)

return true;

path[pos] = -1;

}

}

return false;

}

{

int \*path = new int[V];

for (int i = 0; i < V; i++)

path[i] = -1;

path[0] = 0;

if ( hamCycleUtil(graph, path, 1) == false )

{

printf("\nSolution does not exist");

return false;

}

printSolution(path);

return true;

}

void printSolution(int path[])

{

printf ("Solution Exists:"

" Following is one Hamiltonian Cycle \n");

for (int i = 0; i < V; i++)

printf(" %d ", path[i]);

printf(" %d ", path[0]);

printf("\n");

}

// driver program to test above function

int main()

{

bool graph1[V][V] = {{0, 1, 0, 1, 0},

{1, 0, 1, 1, 1},

{0, 1, 0, 0, 1},

{1, 1, 0, 0, 1},

{0, 1, 1, 1, 0},

};

hamCycle(graph1);

bool graph2[V][V] = {{0, 1, 0, 1, 0},

{1, 0, 1, 1, 1},

{0, 1, 0, 0, 1},

{1, 1, 0, 0, 0},

{0, 1, 1, 0, 0},

};

hamCycle(graph2);

return 0;

}

Time Complexity : O(N!), where N is number of vertices.

1. Write a program to return all the possible subsets for a given integer array. Return the solution in any order.

Input nums= [1,2,3]

Output : [ [], [1], [2], [3], [1,2], [1,3], [2,3], [1,2,3]]

Program:

#include <stdio.h>

#include <stdbool.h>

void printSubset(int arr[], int subset[], int size) {

printf("{ ");

for (int i = 0; i < size; i++) {

if (subset[i]) {

printf("%d ", arr[i]);

}

}

printf("}\n");

}

void generateSubsets(int arr[], int subset[], int index, int size) {

if (index == size) {

printSubset(arr, subset, size);

return;

}

subset[index] = 0;

generateSubsets(arr, subset, index + 1, size);

subset[index] = 1;

generateSubsets(arr, subset, index + 1, size);

}

int main() {

int arr[] = {1, 2, 3};

int size = sizeof(arr) / sizeof(arr[0]);

int subset[size]; // Represents the current subset

printf("All possible subsets:\n");

generateSubsets(arr, subset, 0, size);

return 0;

}